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Abstract—Nowadays, smartphone users are increasingly 

relying on mobile applications to complete most of their daily 

tasks. As such, mobile applications are becoming more and more 

complex. Therefore, software testers can no longer rely on 

manual testing methods to test mobile applications. Automated 

model-based testing techniques are recently used to test mobile 

applications. However, the models generated by existing 

techniques are of insufficient quality. This paper proposed a 

hybrid technique for reverse engineering graphical user 

interface (GUI) model from mobile applications. It performs 

static analysis of application’s bytecode to extract GUI 

information followed by a dynamic crawling to systematically 

explore and reverse engineer a model of the application under 

test. A case study was performed on real-world mobile apps to 

evaluate the effectiveness of the technique. The results showed 

that the proposed technique can generate a model with high 

coverage of mobile apps behaviour. 

 

Index Terms—Graphical User Interface Testing; Mobile 

Application; Reverse Engineering; Test Automation. 

 

I. INTRODUCTION 

 

Over the years, mobile devices are rapidly replacing 

traditional computers for an increasing number of users for 

various computational tasks, such as access to emails, mobile 

banking, e-services, social networks, etc. The popularity of 

these devices has impacted the area of software development 

with a huge increase in the development of mobile 

applications in recent years [1] to meet the respective needs 

of their users. 

Mobile applications (Mobile Apps) are software systems 

designed for mobile devices (smart phones, tablets and other 

handheld devices). They belong to the class of event-driven 

graphical user interface (GUI) applications where the GUIs 

serves as the main user interface for interacting with the 

application. Though mobile apps are initially simpler and 

smaller with less complex design architecture and having a 

small set of functionalities, they are recently increasing in 

capacity, functionality, structure and behaviour [2]. They are 

now becoming more and more complex [3]. The reliance on 

mobile apps in everyday life has brought concerns about the 

quality of mobile apps such as correctness, performance and 

security [4-7]. However, the increased complexity of mobile 

apps has brought several challenges for the software 

engineering community in understanding mobile apps’ 

behaviour and testing them [8-10]. 

GUI testing is typically an important activity that is aimed 

at detecting faults that lead to failures in the GUI or an 

application in general [11], and it plays a significant role in 

improving the quality of software systems [12]. Specifically, 

GUI test automation is essential in testing today’s mobile 

apps because the GUIs are increasingly becoming more 

complex. Several techniques are used to automate GUI 

testing for mobile apps such as script-based, capture/replay, 

random-walk, systematic exploration and automated model-

based [13-15]. Model-based testing (MBT) is one of the 

popular ways of automating the testing process for mobile 

apps [16].  

MBT is becoming increasingly popular among the software 

engineering community [17-19] as an approach for testing 

mobile apps. In MBT, the test cases are automatically derived 

from the model of an application under test (AUT) [13, 15, 

20]. It can enhance the creation of test scripts and test 

coverage of an application, and reduce the time and cost for 

testing [13, 19, 21, 22]. However, such model is not always 

available or of insufficient quality. The model can be 

constructed manually or using automated techniques. 

Constructing the model manually is tedious and error-prone. 

On the other hand, building the model fully automatically for 

mobile apps is challenging due to the dynamic behaviour of 

their GUIs [11, 23, 24]. One way to relieve the effort in 

constructing GUI model is to automatically reverse engineer 

the model from a given mobile app. The latter is the focus of 

this study. 

This paper described a technique that reverse engineers 

mobile apps to automatically generate a high quality model 

representing the GUI behaviour. The proposed technique is 

based on a hybrid approach that performs static analysis of 

mobile app source code followed by dynamic analysis at 

runtime. The contributions of this paper are summarised as 

follows. 

i. A hybrid technique for reverse engineering of mobile 

apps is proposed and implemented in a prototype tool. 

ii. We proposed a crawler for the dynamic model 

exploration of GUI from mobile apps. 

iii. An evaluation was performed on real world mobile 

app based on code coverage analysis. 

The rest of the paper is organised as follows. Section II 

discusses the state-of-the-art in GUI reverse engineering. 

Section III presents the related work. Section IV presents the 

proposed technique. A case study on real-world mobile apps 

is shown in section V. The conclusion is presented in section 

VI. 

 

II. STATE OF THE ART 

 

Reverse engineering (RE) is gaining more popularity from 

the research community as an act of analysing a software 

system, either in whole or in part, to extract design and 

implementation information [25] that can be useful for 

several tasks such as software comprehension, 

documentation, maintenance, and re-engineering [26]. 

Nowadays, RE is used for various purposes other than 
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software comprehension such as software testing, software 

reusability, updating user interfaces, migration and porting 

user interfaces to new platforms [27, 28]. There are two 

approaches to reverse engineering GUI applications; the 

static approach and dynamics approach. The static approach 

performs an analysis on the application’s source code or 

binary code without executing the application [11, 29]. On 

the other hand, dynamic approach extracts information from 

an application by executing and analysing its external 

behaviour [21, 30].  

Both static and dynamic approaches for reverse 

engineering GUI applications have their strengths and 

weaknesses. The static approach is capable of retrieving more 

accurate and complete information from an application but 

the dynamic object-oriented nature of GUI applications can 

sometimes complicate the analysis, which makes it very 

difficult or even impossible to retrieve comprehensive 

information about the behaviour of GUIs by just analysing 

their source code [2, 12]. This is because access to some 

components depends on other components and some 

components are only reachable from a particular state. In 

addition, information about overlapping windows is not 

accessible through static analysis. On the other hand, the 

dynamic approach to reverse engineering GUI applications is 

easier to implement. One of the most challenging issue in 

dynamic reverse engineering is how events are found and 

fired in controlling the model exploration [9, 21, 31] and the 

inability to explore certain GUI due to the presence of 

infeasible paths that requires user inputs such as user 

credentials [21]. Hence, the extracted information about the 

behaviour of the application could be inaccurate and 

incomplete, which affects the quality of model generated [21, 

31, 32].  

Recently, the hybrid approach has been the focus of 

researchers in the area of GUI reverse engineering 

particularly for the Android apps [31, 33]. The hybrid 

approach can provide enhancement in terms of the scope, 

completeness and precision of the process as it exploits the 

capabilities of both static and dynamic approaches while 

trying to maximise the quality of the extracted information 

[34]. Several researchers believed that using static analysis to 

generate meaningful input for the dynamic exploration can 

ensure the generation of a high quality model [31, 35]. 

However, the static analysis in existing hybrid approaches 

such as Orbit [9] is not comprehensive, which affects the 

quality of the model generated. 

 

III. RELATED WORKS 

 

Several model reverse engineering techniques and tools 

were proposed for automated testing of Android apps over the 

last decade. Most of these techniques are pure black-box 

techniques that are based on dynamic analysis of mobile apps, 

with few that are based on the hybrid approach. One of the 

earliest techniques is GUI ripping [39] that was implemented 

as part of GUITAR tool [40] for testing desktop applications. 

The technique reverse engineers a model of an application by 

automatically executing and exercising the applications’ 

GUI. An extension of the tool has been proposed for the 

Android platform known as Android GUITAR [36]. The 

technique is not able to capture the rich set of user inputs 

associated with a mobile app (such as swiping, pinching etc). 

It also produces many false event sequences which may need 

to be weeded out later.  

A2T2 (Android Automatic Testing Tool) [7] is based on a 

crawler that simulates real user events on the user interface to 

generate test cases that can be automatically executed on an 

app for crash testing and regression testing. It constructs GUI 

tree model which can be used for driving the test cases. The 

technique manages only a small subset of widgets and does 

not have support for the rich set of user inputs associated with 

an Android app. AndroidRipper tool [37] is based on a ripper 

that systematically analyses and rips mobile app’s GUI to 

obtain event sequences that can be fired on the GUI, with each 

sequence representing an executable test. It automatically 

generates GUI tree model. The exploration is not 

comprehensive and it can sometimes lead to unexpected 

faults. ICRAWLER tool [41] systematically reverse 

engineers a state model from iOS applications. The technique 

does not capture some UI elements such as the toolbar, slide 

bar, search bar, and advanced gestures such as swiping pages 

and pinching. Swifthand [42] dynamically crawl a given 

mobile app and systematically reverse engineer state machine 

model of a mobile app. The technique only generates default 

touching and scrolling events of the GUI but does not 

consider system events.  

ORBIT tool [9] is based on hybrid static/dynamic analysis 

of an application. It performs static analysis on the source 

code of an app to generate set of user actions supported by an 

app. A crawler is used to dynamically fire actions on the GUI 

objects of a running app to extract a state model of the 

application. However, the static analysis in the ORBIT is not 

comprehensive as the one proposed in this paper. Our 

technique performs static analysis on the bytecode of an app 

(considering fact that source code of mobile app is rarely or 

not available) to extract all supported events and used them 

for the dynamic exploration. Tao and Gao [36] proposed a 

test automation system that models GUI dependencies 

between various scenarios in mobile apps. Their aim is to 

avoid test case failures coming from test cases having 

scenario dependencies between GUI components.  

 

IV. PROPOSED APPROACH  

 

This section discussed the hybrid technique for the reverse 

engineering of mobile apps. The technique consists of a static 

analyser that extracts set of events supported by a mobile app 

and a dynamic crawler that is responsible for dynamically 

exercising the events to record their states. It performs static 

analysis of application’s bytecode to extract set of events 

supported by an application and used the events set as input 

to the dynamic crawler, whose main goal is to systematically 

fire events on the running application to explore and reverse 

engineer a model of the mobile app. The proposed technique 

was implemented in a prototype tool called AMOGA 

(Automated Model Generator for Android Apps). Figure 1 

shows the framework of the proposed approach. 

 
 

Figure 1: Framework of the proposed approach 
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A. Static Analyser 

The static analyser is implemented on top of GATOR [37], 

a static analysis tool for Android. To analyse a mobile app, 

the technique receives as input, the apk file of an application 

and decompile it to bytecode. The analyser starts the analysis 

on the application’s bytecode to construct windows transition 

graph (WTG) of an application which can be used to create 

the events list that can be used as input to the dynamic 

crawler. Figure 2 shows workflow of the static analyser. 

 

 
 

Figure 2: Workflow of the static analyser 
 

B. Dynamic Crawler  

The dynamic crawler is responsible for executing the 

mobile app to trigger the events and explore app’s states. The 

crawler is built on top of Robotium testing framework [38] 

which has the capability to extract GUIs (such as test views, 

check boxes, buttons, spinners etc.) and fire action on the 

event handlers. It also has the functionality for editing and 

clearing text boxes, clicking on home, menu and back button. 

The proposed crawler exploits the capability in Robotium to 

extracts the GUI widgets of the running Activity and the event 

Handlers that implemented the Activity. 
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Figure 3: Workflow of the dynamic crawling 

 

The crawling algorithm systematically extracts the GUI 

widgets associated with each event and fire action on the GUI 

to trigger state transition. It produces a data structure 

describing the obtained GUI state model, based on the 

description of the identified Interfaces and of the triggered 

events. 

Figure 4 provides a detailed description of the application 

crawling. First, it starts the app from the launcher node, and 

then the algorithm starts with the events list generated from 

the static analysis. It takes an event from the events set and 

fire the event to trigger a transition to the next state (Line 2-

5). When a new state is discovered it will be added to the 

model with its trigger conditions (Lines 7-9). The algorithm 

continues to the next open state iteratively (Lines 11). The set 

of states and transitions is updated accordingly and added to 

the model (Line 12) to reflect the changes. 
 

Algorithm 1. App crawling 

Input: A: app under test, eS: event set,  

Output: M: generated model 

 1 Initialisation M←∅;e←getEventsSet(A) 

 2 Start the app 

 3 foreach event e ∈ eS do 

 4   s←getCurrentWindow(A)//get state of event 

 5     while s ≠ null do 

 6         newS ← is new state(eS,A) 

 7         if s is newS  

 8         APPLICATIONCRAWLING(A,eS) 

 9        addToModel(newS,M)//add newState to 

model 

10        end if  

11        get next e to explore  

12   updateModel(newS, e, m) 

13     end 

14   end 

15 end 

 

Figure 4: The application crawling algorithm 

 

C. Model Definition  

Finite state machines (FSM) are widely used to model the 

behaviour of event-driven, interactive system, in particular, 

GUI applications [9, 39]. The proposed technique model the 

GUI behaviour using a finite state machine. A FSM is 

composed of states, actions and transitions, and can be 

represented using a diagram [40]. The FSM maps events and 

related conditions to a list of GUI actions references. The 

FSM is defined as follows. 

 

Definition: Finite state machine for a mobile app MA is 

defined as a graph <V, A, T>  

where:  

• V is a finite set of nodes representing all possible 

states. Each v ∈ V represents a state in MA. 

• A represents user events on a MA 

• a ∈ A ⊆ V × V is a set of directed arcs between 

vertices. Event e2 follows e1 if e2 can be executed 

immediately after e1.  

• w ∈ V is a set of vertices representing those windows 

of MA that are ready for user interaction when the 

mobile app is launched. 

• T defines all transitions from a state to another 

through. 

 

V. EXPERIMENTAL EVALUATION  

 

Several experiments were conducted on selected mobile 

apps to evaluate the performance of the model reverse 

engineering technique. A total of eight (8) mobile apps were 

selected that were used by previous techniques on automated 

model generation [9, 24, 41]. In other to avoid being bias, the 

selection covered a range of popular real-world open source 

mobile apps benchmarks that were used in the evaluation of 

the tools selected for the comparison and fall across different 

categories of apps such as productivity, business, etc. Test 

cases were derived from the generated model from each of 
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the selected mobile apps and were used to test the application. 

Table 1 presented the characteristics of selected apps. The 

lines of code in an app is shown in column 2, the Activities in 

column 3 and the last column shows the number of 

downloads based on Google Play analytics as of January 

2017. The experiments intend to answer the following 

question. Does the crawler offer good coverage in a 

reasonable time? 
 

Table 1 

Characteristics of mobile apps used in evaluation 
 

Apps  #LOCs Activities Category Download 

TippyTipper 2248 6 Tool 100K–500K 

ToDoManager 5623 2 Productivity 100K–500K 

ContactManager 802 2 Productivity 1K–5K 
Tomdroid 5038 5 Business 10K–50K 

AardDict 
5097 4 Books & 

Ref. 
10K–50K 

OpenManager 3647 6 Business 5M–10M 

Notepad 8172 8 Productivity 500K–1M 
Aagtl  43105 3 Tool  500K–1M 

 

A. Results  

To answer the research question, experiments were 

conducted on all the selected mobile apps and the code 

coverage and time taken to crawl each application were 

recorded. The proposed technique and AndroidRipper [24, 

42], were also used to run an experiment on applications used 

by the existing techniques in their published articles. Seven 

(7) apps were selected from the apps used to evaluate Orbit 

[9], and 6 from MCrawlT [43]. However, due to the 

unavailability of Orbit [9] tool, and difficulty in the setup of 

other tools, MCrawlT [43], and Android GUITAR [41] the 

results published in their articles was used. The effectiveness 

of our technique was measured and compared with the 

selected tools. 

Table 2 presents the percentage code coverage obtained 

with each tool on the eight (8) applications. The coverage 

result showed that our technique achieved 45%-93% 

coverage across the 8 applications. 

Table 3 presented the execution time recorded for each of 

the selected tools on all the applications. The results showed 

that AMOGA explored all the applications within 102 

seconds – 370 seconds maximum. This indicated that 

AMOGA took an average time of 102 seconds to explore all 

the applications. The time along with the coverage obtained 

showed that AMOGA tool offers good coverage against all 

the tools on the selected mobile apps. 
 

Table 2 

Comparison of code coverage 
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TippyTipper 47 - 78 79 83 

ToDoManager 71 - 75 81 84 
ContactManager 61 - 91 68 93 

Tomdroid - 40 70 76 83 

AardDict - 27 65 67 71 

OpenManager - - 63 65 72 

Notepad - - 82 88 91 

Aagtl - - - 25 45 

 

 

 
 

Table 3 
Comparison of exploration time 
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TippyTipper 322 - 198 110 102 

ToDoManager 194 - 121 210 116 

ContactManager 247 - 125 135 114 

Tomdroid - 529 340 196 180 

AardDict - 694 124 580 120 

OpenManager - - 480 489 370 

Notepad - - 102 175 110 

Aagtl - - - 920 220 

 

VI. CONCLUSION 

 

This paper has presented a hybrid approach for reverse 

engineering a model of mobile apps. We described our 

prototype tool called AMOGA that implements the hybrid 

approach which consists of static analyser that generates a list 

of application’s supported events and dynamic crawling to 

explore the state of events in an application. AMOGA can 

generate a model that represents the behaviour of a mobile 

app. The model can be used to create test cases for testing an 

application.  

We applied AMOGA to 8 mobile applications and reverse 

engineer a FSM of the GUI. We used the model to generate 

test cases that we used to test the applications. The 

experimental results showed that AMOGA can generate a 

model with high coverage for testing mobile apps.  
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