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Abstract— Operating systems are a vital part in most 

computing systems. However, learning basic concepts of 

operating systems are hard for normal students although they 

are necessary and important. State of the art in teaching 

operating systems depends on studying existing open source 

operating systems like Linux, hacking teaching operating 

systems like Xv6, or using simulators. Difficulties of learning 

still there in these methods, since they require a great deal of 

system programming techniques. In this paper, we propose a 

novel direction in learning operating systems that is solely 

dependent on visually building the operating system. By using 

this method, we mitigated the complexity of going into system 

programming details. The development platform consists of key 

building blocks that a user can drag and drop into a working 

panel to build his own operating system. Then, the user can 

compile and run his own-built system on a virtual machine or 

any Intel architecture hardware. This paper provides the 

framework’s key points for building an operating system by 

modules. It also discussed a simple prototype as a proof of the 

concept. 

 

Index Terms—Educational Framework; GTK+ GUI; 

Modular Design; Teaching Operating System; Visual 

Programming.  

 

I. INTRODUCTION 

 

The operating system is an important part of any computing 

system no matter how complex it is. Therefore, teaching 

operating systems concepts to computer engineering and 

computer science students is necessary. Many researchers 

have tried to make operating systems learning as simple as 

possible through two main tracks. The first track is using 

existing open source and free operating systems or designing 

customized operating systems to let the students learn their 

internals [1]-[11]. Internals learning is conducted by 

modifying or rewriting some parts of the system. The second 

track is mainly dependent on simulations on either virtual 

machines or using some carefully designed standalone 

applications [12]-[17]. The common goal for all of these 

efforts is teaching the learners basic concepts of operating 

systems. 

Any operating system must have all or some of the 

following basic components: 

• Booting component. This part is responsible for 

loading the first/basic stage of the kernel. 

• Kernel component. The core or the inner part of the 

operating system, where (in some operating system 

architectures) the bulk of the operating system is 

residing in it. 

• Processes manager. Scheduling of the processes 

loaded on the system is the main task of this 

component. 

• Memory manager. Utilizing the RAM and its 

extensions in an efficient way is the role of this 

component. 

• File system. The main job of this component is to 

abstract the way of dealing with data and storing it in 

a permanent media as a hard disk. 

Designing an environment where learners can work and 

design the above basic components of an operating system 

without getting into the complicated details is an urgent need 

in today’s university classes of software systems. This 

simplicity should not make the whole process as a 

simulation/emulation-like design. A good option would be 

using pre-programmed components. The learner can select 

components and connect them to build and test a customized 

operating system. Each component has several versions, one 

can choose from them. Further, anyone who has good 

programming abilities can open any component and modify 

it, as he wants.  

In this paper, we particularly concentrate on making 

operating system design simple and at the same time ready to 

run on an actual hardware. This is possible when using the 

idea of visual programming. Where the learner drags and 

drops blocks onto a workspace. Each block represents a ready 

to run source code when properly connected to other blocks. 

As such, a broader band of learners can benefit from the 

proposed framework. To make the design as simple as 

possible, we propose a visual drag and drop user interface 

environment. However, the designed operating system is 

ready to run on an actual computer architecture. 

The rest of this paper is organized as follows. Framework 

system architecture along with its details are given in Section 

II. Section III discusses some of the characteristics of our 

prototype for the proposed framework. In Section IV, some 

related work is given. The paper is concluded and some future 

work directions are given in Section V. 
 

II. SYSTEM ARCHITECTURE 

 

The proposed framework consists of three main stages, 

Figure 1; operating system construction stage, operating 

system building stage and test stage. 

 

 Construction Stage  

In this stage, the learner uses the operating system 

construction interface for visually building an operating 

system from the basic building blocks that are provided. 

Figure 2 shows an example for an operating system 

construction field. 
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Figure 1: System architecture 

 

 
 

Figure 2: Construction field 
 

Several components are available for the designer to 

choose from them. Further, any student/learner can open any 

component and modify the code therein to try whatever 

functionality she/he wants. 

Some of the basic components that can be included come 

in four groups; core kernels, process managers, memory 

managers and file systems group. In each group, we propose 

two icons to be included, as shown in Figure 2, on the right 

pane; main icon and a dummy icon. When choosing the main 

icon in any group, a drop-down list of several options will 

appear. The learner can choose from these options. One of the 

available options is a custom choice, where the user can 

modify the code directly. The other icon is a dummy icon. 

The dummy icon is based on the group. For example, the 

dummy icon in core kernel group displays a message of user 

choice when the operating system is running. 

One important notice is that a user can choose what 

architecture he is intended to use. Each architecture has its 

own low-level code that is different from other architectures. 

In our prototype, we assumed Intel Architecture. 

 

 Building Stage 

The build and deploy part is used as a second stage where 

the design is complete. If there is no error in the design, the 

building stage is successful. Then a designed OS image is 

deployed into a test stage as a virtual machine image or 

burned/dumped in any removable media to run on a real 

hardware. 

This stage includes clicking on two buttons one after the 

other. The first button is the build button, where the modules 

dropped (during design stage) on the workspace are known. 

By clicking on build button, a compilation process is started 

for the source code. Then when this is successful, the image 

runs on a virtual machine by clicking "Run Image" button. 

 

 Test Stage 

To test the performance of the built OS, a set of 

experiments should be carried out on this OS and some 

performance measures are recorded for further investigations 

by the learner. These experiments can be preloaded on the 

image or can be loaded during run time. The details of these 

experiments are reserved for future work. 

 

III. SYSTEM PROTOTYPE 

 

We have designed a simple prototype for the described 

framework. This prototype is depicted in Figure 2. The design 

in this prototype is based on a monolithic kernel operating 

system architecture [18]. 

The user interface consists of two panes. The right-hand 

pane contains a set of icons groups: core kernel, process 

managers, memory managers and file system group. Each 

group has two icons, a main and a dummy icon. The main 

icon is intended to give the user a set of choices. However, 

we reserve this part for future work. For the kernel group, 

dummy icon gives the learner an ability to enter a message, 

which is shown on screen once the image is booted. The main 

icon in kernel group defines the low-level codes to be used in 

modules that come on top of the kernel. Main kernel module 

starts other modules on top as well. Once the module icon 

crosses the border, it turns to its final shape (see Figure 3). 

For other groups the main and dummy icons do the same 

job as follows: 

• Process managers. This set uses RR (Round Robin) 

scheduling algorithm to switch between two tasks. 

Each of the tasks runs forever and print some message 

on the screen, as shown in Figure 4.  

• Memory managers. This set does basic and necessary 

functionalities like preparing the memory as a set of 

pages and allocating memory for the built-in tasks. 

• File system. This group does not have any role in this 

prototype since all the necessary code is loaded into 

the memory and run from there.  

 

 
 

Figure 3: Core kernel block 
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Figure 4: Task switching between two tasks. One print on screen “I am task 
2” and the other prints “I am task 1”  

 

The designer should follow a logical building process. 

Where he cannot add any block above the dummy block. For 

example, when a dummy kernel block is added the user 

cannot add process manager block or any other block. He can 

remove the dummy kernel, add the core kernel block then add 

the above blocks. 

When finishing the design, a user can click on the build 

button. By clicking the build button, the application starts to 

include the needed file names in a Makefiles file (Figure 5), 

then make utility can starts the compilation and copying (to 

appropriate place) process. The copying (deployment) 

method used here is writing an image to a disk. "dd" utility is 

used to write the created image to a file that represents a 

floppy disk. Once these steps completed successfully, a user 

can click on "Run Image" button. Then the configured 

VMWare player, [20], runs the image of the built operating 

system. 

 

 
 

Figure 5: Makefile file that is used to generate and deploy the OS image 
 

IV. RELATED WORK 

 

To hide the complexity of real-world operating systems 

from new comers to the field, researchers proposed 

educational operating systems that concentrate on learning 

the implementation of basic concepts. The authors of [13] 

proposed a simulator to ease teaching operating systems 

concepts. [21] introduces an educational operating system 

that is built upon larc architecture that is used in computer 

architecture course. This operating system cannot be used on 

real world systems. 

Tiny educational operating systems is proposed in [10] to 

help learners of OS courses. Ruth et. al. [22] proposed a new 

implementation of Embedded Xinu on Qemu virtual machine 

for operating systems course. Authors in [23], proposed an 

operating system that provides undergraduate students a 

platform for studying the multi-core systems. Tyrone 

Nicholas and Jerzy A. Barchans [24] described a distributed 

educational operating system (TOS) that is based on java. 

Felix and Juan-Carlos proposed webgeneOS [25] where 

students send their system programs via a network to run on 

the actual operating system then they receive back the results. 

BabyOS was presented in [26] as a compact operating system 

that can be used also for embedded systems besides helping 

learners of operating systems. In [14], the authors present a 

graphical simulator for teaching the operating system. 

Soetrisno Cahya, in [27], presented another simulator to help 

students in understanding the basics of operating systems. 

Fan Yile in [28], provides another virtual environment to run 

many operating systems for educational purposes. In [29], a 

complete user level operating system is proposed that can be 

used for teaching operating systems. In [30], the authors 

proposed MOS, another tiny operating system for students to 

play with. 

None of the researchers succeeded in hiding the complexity 

of programming while building a real-life operating system. 
The idea of visual development of programs and designs is 

not new. It is out there for developer and learners in many 

areas. Some examples are included here: Alice [31], 

TouchDevelop [32] (programming environment by 

Microsoft), Scratch [19] (coding tool by MIT for kids), Studio 

[33] (Studio for game creation by YoYo Games), and 

LabVIEW [34] (for engineers and scientists) to mention a 

small list. We adopted their idea of design easiness for the 

new comers to the field of operating systems.  

 
V. CONCLUSIONS 

 

In this paper, a novel method for teaching and building 

operating system course was proposed. It is based on using 

small configurable code blocks. Code blocks are represented 

as visual modules, which can be added to each other in a 

controlled way to build a functional OS image. The power of 

this method is hiding the complexity of involving learners in 

programming (system-level programming). 

The proposed system is in its building phase. It needs 

feedback from learners. As a future work, next operating 

systems courses in Tafila Technical University will be taught 

based on this design. Subsequently, feedback notes from 

teachers, students and teaching assistants will be analyzed 

and further modifications to the system will be conducted to 

reflect the needs of all parties. In addition, as a future work, 

this design can be on a server, where users can connect to and 

build their own customized OS then receive the built image 

for testing and experimenting. 
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